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d) initial\_state(Ini), rule(\_,1,Ini,Next).

e) initial\_state(Ini), findall(X, rule(X,1,Ini,Next),Y).

f) initial\_state(Ini), findall([X,Next], rule(X,1,Ini,Next),Y).

## Developpement des deux heuristiques

### Fonction utiliser pour calculer le temps CPU

statistics(runtime,[Start,\_]),initial\_state(U), heuristique2(U,H),

statistics(runtime,[Stop,\_]),Runtime is Stop-Start.

### Heuristique 1

On a ici un runtime de 0. Le logiciel utilisé n’est pas assez précis au niveau du temps, la commande s’exécute trop rapidement.

Runtime de 0 sous swish pour h2 = 16

### Heuristique 2

Cette heuristique est basée sur la distance de Manhattan, pour chaque pièce on calcule la distance minimale à parcourir pour rejoindre sa position finale.

**Comparativement à l’heuristique 1, l’heuristique 2 est plus précise (H = 5 pour l'heuristique 2, contre H = 4 contre l’heuristique 1) alors que son temps d’exécution est deux fois plus lent.**

## Extensions prévues ou entrevues

# Rapport IA – TP2

Familiarisation avec le problème TicTacToe

1.2) ?- situation\_initiale(S), joueur\_initial(J).

Ici, S représente notre matrice du jeu à son état initial, c’est à dire vide. Cette matrice fait 3\*3. J représente le premier joueur.

?-situation\_initiale(S), nth1(3,S,Lig), nth1(2,Lig,o).

Ici on initialise notre matrice S, puis on se place sur la 3ème ligne de notre matrice S. Enfin, on place le jeton « o » sur cette ligne, colonne 2.

2.2) Pour gagner ce jeu, il faut avoir aligner 3 jetons sur une même ligne, colonne ou diagonale. Nous devons donc définir les termes d’un alignement gagnant :

ligne(L, M) :- nth1(\_,M,L).

On définit le prédicat ligne qui est vrai quand L fait partie de M.

On définit ensuite une liste de prédicat jusqu’à seconde\_diag qui nous permettent de déterminer chaque type d’alignement existant dans une matrice NxN.